For our club meeting today we were going to summarize the [Demystifying Data Science](https://www.thisismetis.com/demystifying-data-science) conference but we forgot that the videos are not released yet.

Oops, we'll have to postpone our blog post. We didn't read the fine print that talk recordings will be available sometime next week. Sorry about that!

— LIBD rstats club (@LIBDrstats) [July 27, 2018](https://twitter.com/LIBDrstats/status/1022862435869450240?ref_src=twsrc%5Etfw)

So we adjusted plans and decided to continue our work on the [*UpSetR*](https://cran.r-project.org/package=UpSetR) ([Gehlenborg, 2016](http://github.com/hms-dbmi/UpSetR" \t "_blank)) package by [Nils Gehlenborg](https://twitter.com/ngehlenborg).

Yesterday we discussed various options for visualizing large numbers of overlapping groups. We explored uses of the [#venneuler](https://twitter.com/hashtag/venneuler?src=hash&ref_src=twsrc%5Etfw) package from Lee Wilkinson and Simon Urbanek and the [#UpSetR](https://twitter.com/hashtag/UpSetR?src=hash&ref_src=twsrc%5Etfw) package from Jake Conway, Alexander Lex, and [@ngehlenborg](https://twitter.com/ngehlenborg?ref_src=twsrc%5Etfw). [#rstats](https://twitter.com/hashtag/rstats?src=hash&ref_src=twsrc%5Etfw) [pic.twitter.com/k55YfihmiP](https://t.co/k55YfihmiP)

— LIBD rstats club (@LIBDrstats) [June 16, 2018](https://twitter.com/LIBDrstats/status/1007992479159812101?ref_src=twsrc%5Etfw)

**What you can currently do**

First, let’s install the version we used for this post:

devtools::install\_github('hms-dbmi/UpSetR@fe2812c')

Our ultimate goal is to submit a pull request that enables UpSetR users to specify a color by row for the dots instead of the actual rows. We had already identified an example that we could work with.

library('UpSetR')

movies <- read.csv( system.file("extdata", "movies.csv", package = "UpSetR"),

header=T, sep=";" )

require(ggplot2); require(plyr); require(gridExtra); require(grid);

## Loading required package: ggplot2

## Loading required package: plyr

## Loading required package: gridExtra

## Loading required package: grid

upset(movies,

sets = c("Action", "Comedy", "Drama"),

order.by="degree", matrix.color="blue", point.size=5,

sets.bar.color=c("maroon","blue","orange"))
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We also explored the [set metadata vignette](https://cran.rstudio.com/web/packages/UpSetR/vignettes/set.metadata.plots.html) that includes examples such as the following one.

set.seed(20180727)

## Create the metadata object first

sets <- names(movies[3:19])

avgRottenTomatoesScore <- round(runif(17, min = 0, max = 90))

metadata <- as.data.frame(cbind(sets, avgRottenTomatoesScore))

names(metadata) <- c("sets", "avgRottenTomatoesScore")

metadata$avgRottenTomatoesScore <- as.numeric(as.character(metadata$avgRottenTomatoesScore))

Cities <- sample(c("Boston", "NYC", "LA"), 17, replace = T)

metadata <- cbind(metadata, Cities)

metadata$Cities <- as.character(metadata$Cities)

metadata[which(metadata$sets %in% c("Drama", "Comedy", "Action", "Thriller",

"Romance")), ]

## sets avgRottenTomatoesScore Cities

## 1 Action 68 Boston

## 4 Comedy 40 NYC

## 7 Drama 48 LA

## 13 Romance 77 Boston

## 15 Thriller 19 NYC

accepted <- round(runif(17, min = 0, max = 1))

metadata <- cbind(metadata, accepted)

metadata[which(metadata$sets %in% c("Drama", "Comedy", "Action", "Thriller",

"Romance")), ]

## sets avgRottenTomatoesScore Cities accepted

## 1 Action 68 Boston 0

## 4 Comedy 40 NYC 1

## 7 Drama 48 LA 0

## 13 Romance 77 Boston 1

## 15 Thriller 19 NYC 0

## Now make the plot

upset(movies, set.metadata = list(data = metadata, plots = list(list(type = "hist",

column = "avgRottenTomatoesScore", assign = 20), list(type = "matrix\_rows",

column = "Cities", colors = c(Boston = "green", NYC = "navy", LA = "purple"),

alpha = 0.5))))

![](data:image/png;base64,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)

**Hacking our way**

Using the metadata looked complicated to us and hopefully not necessary for what we are trying to accomplish. That is, we really wanted to change the colors of the circles in each row, not the rows themselves. So we found the GitHub repo with [the code](https://github.com/hms-dbmi/UpSetR), plugged a laptop to a TV and started exploring as a group. We went the rabbit hole to see how the matrix.color argument got used. To actually hack our way through, we downloaded the latest version of the code using git.

git clone git@github.com:hms-dbmi/UpSetR.git

cd UpSetR

Next, we created the objects that match the default arguments of upset() by finding and replacing commas by semi-colons. Well, not all of the commas. Also, for inputs that specified a vector (mostly 2 options), we chose the first one to match the default R behavior. This way we could execute them and have them in our session.

## Default upset() arguments

nsets = 5; nintersects = 40; sets = NULL; keep.order = F; set.metadata = NULL; intersections = NULL;

matrix.color = "gray23"; main.bar.color = "gray23"; mainbar.y.label = "Intersection Size"; mainbar.y.max = NULL;

sets.bar.color = "gray23"; sets.x.label = "Set Size"; point.size = 2.2; line.size = 0.7;

mb.ratio = c(0.70,0.30); expression = NULL; att.pos = NULL; att.color = main.bar.color; order.by = 'freq';

decreasing = T; show.numbers = "yes"; number.angles = 0; group.by = "degree";cutoff = NULL;

queries = NULL; query.legend = "none"; shade.color = "gray88"; shade.alpha = 0.25; matrix.dot.alpha =0.5;

empty.intersections = NULL; color.pal = 1; boxplot.summary = NULL; attribute.plots = NULL; scale.intersections = "identity";

scale.sets = "identity"; text.scale = 1; set\_size.angles = 0 ; set\_size.show = FALSE

Next, we did the same (commas to semicolons) for the inputs of the first example.

## Initial inputs on the first example

movies <- read.csv( system.file("extdata", "movies.csv", package = "UpSetR"),

header=T, sep=";" )

## comma -> semicolon

data = movies; sets = c("Action", "Comedy", "Drama");

order.by="degree"; matrix.color="blue"; point.size=5;

sets.bar.color=c("maroon","blue","orange")

Now we were ready to start modifying some of the internal [*UpSetR*](https://cran.r-project.org/package=UpSetR) ([Gehlenborg, 2016](http://github.com/hms-dbmi/UpSetR" \t "_blank)) code.

**Hacking internals**

The function upset() is pretty long and uses many un-exported functions from the package itself. In order to test thing quickly we added UpSetR::: calls before the un-exported functions. Here’s our modified version where we added a piece of code to modify the Matrix\_layout object and add some colors.

## Piece of code we introduced

for(i in 1:3) {

j <- which(Matrix\_layout$y == i & Matrix\_layout$value == 1)

if(length(j) > 0) Matrix\_layout$color[j] <- c("maroon","blue","orange")[i]

}

Ok, here’s the full modified upset() function.

## Modified internal upset() code

startend <- UpSetR:::FindStartEnd(data)

first.col <- startend[1]

last.col <- startend[2]

if(color.pal == 1){

palette <- c("#1F77B4", "#FF7F0E", "#2CA02C", "#D62728", "#9467BD", "#8C564B", "#E377C2",

"#7F7F7F", "#BCBD22", "#17BECF")

} else{

palette <- c("#E69F00", "#56B4E9", "#009E73", "#F0E442", "#0072B2", "#D55E00",

"#CC79A7")

}

if(is.null(intersections) == F){

Set\_names <- unique((unlist(intersections)))

Sets\_to\_remove <- UpSetR:::Remove(data, first.col, last.col, Set\_names)

New\_data <- UpSetR:::Wanted(data, Sets\_to\_remove)

Num\_of\_set <- UpSetR:::Number\_of\_sets(Set\_names)

if(keep.order == F){

Set\_names <- UpSetR:::order\_sets(New\_data, Set\_names)

}

All\_Freqs <- UpSetR:::specific\_intersections(data, first.col, last.col, intersections, order.by, group.by, decreasing,

cutoff, main.bar.color, Set\_names)

} else if(is.null(intersections) == T){

Set\_names <- sets

if(is.null(Set\_names) == T || length(Set\_names) == 0 ){

Set\_names <- UpSetR:::FindMostFreq(data, first.col, last.col, nsets)

}

Sets\_to\_remove <- UpSetR:::Remove(data, first.col, last.col, Set\_names)

New\_data <- UpSetR:::Wanted(data, Sets\_to\_remove)

Num\_of\_set <- UpSetR:::Number\_of\_sets(Set\_names)

if(keep.order == F){

Set\_names <- UpSetR:::order\_sets(New\_data, Set\_names)

}

All\_Freqs <- UpSetR:::Counter(New\_data, Num\_of\_set, first.col, Set\_names, nintersects, main.bar.color,

order.by, group.by, cutoff, empty.intersections, decreasing)

}

Matrix\_setup <- UpSetR:::Create\_matrix(All\_Freqs)

labels <- UpSetR:::Make\_labels(Matrix\_setup)

#Chose NA to represent NULL case as result of NA being inserted when at least one contained both x and y

#i.e. if one custom plot had both x and y, and others had only x, the y's for the other plots were NA

#if I decided to make the NULL case (all x and no y, or vice versa), there would have been alot more if/else statements

#NA can be indexed so that we still get the non NA y aesthetics on correct plot. NULL cant be indexed.

att.x <- c(); att.y <- c();

if(is.null(attribute.plots) == F){

for(i in seq\_along(attribute.plots$plots)){

if(length(attribute.plots$plots[[i]]$x) != 0){

att.x[i] <- attribute.plots$plots[[i]]$x

}

else if(length(attribute.plots$plots[[i]]$x) == 0){

att.x[i] <- NA

}

if(length(attribute.plots$plots[[i]]$y) != 0){

att.y[i] <- attribute.plots$plots[[i]]$y

}

else if(length(attribute.plots$plots[[i]]$y) == 0){

att.y[i] <- NA

}

}

}

BoxPlots <- NULL

if(is.null(boxplot.summary) == F){

BoxData <- UpSetR:::IntersectionBoxPlot(All\_Freqs, New\_data, first.col, Set\_names)

BoxPlots <- list()

for(i in seq\_along(boxplot.summary)){

BoxPlots[[i]] <- UpSetR:::BoxPlotsPlot(BoxData, boxplot.summary[i], att.color)

}

}

customAttDat <- NULL

customQBar <- NULL

Intersection <- NULL

Element <- NULL

legend <- NULL

EBar\_data <- NULL

if(is.null(queries) == F){

custom.queries <- UpSetR:::SeperateQueries(queries, 2, palette)

customDat <- UpSetR:::customQueries(New\_data, custom.queries, Set\_names)

legend <- UpSetR:::GuideGenerator(queries, palette)

legend <- UpSetR:::Make\_legend(legend)

if(is.null(att.x) == F && is.null(customDat) == F){

customAttDat <- UpSetR:::CustomAttData(customDat, Set\_names)

}

customQBar <- UpSetR:::customQueriesBar(customDat, Set\_names, All\_Freqs, custom.queries)

}

if(is.null(queries) == F){

Intersection <- UpSetR:::SeperateQueries(queries, 1, palette)

Matrix\_col <- UpSetR:::intersects(QuerieInterData, Intersection, New\_data, first.col, Num\_of\_set,

All\_Freqs, expression, Set\_names, palette)

Element <- UpSetR:::SeperateQueries(queries, 1, palette)

EBar\_data <-UpSetR:::ElemBarDat(Element, New\_data, first.col, expression, Set\_names,palette, All\_Freqs)

} else{

Matrix\_col <- NULL

}

Matrix\_layout <- UpSetR:::Create\_layout(Matrix\_setup, matrix.color, Matrix\_col, matrix.dot.alpha)

As a little pause in upset(), let’s check what actually Matrix\_layout looks.

Matrix\_layout

## y x value color alpha Intersection

## 1 1 1 1 blue 1.0 1yes

## 2 2 1 1 blue 1.0 1yes

## 3 3 1 1 blue 1.0 1yes

## 4 1 2 0 gray83 0.5 4No

## 5 2 2 1 blue 1.0 2yes

## 6 3 2 1 blue 1.0 2yes

## 7 1 3 1 blue 1.0 3yes

## 8 2 3 0 gray83 0.5 8No

## 9 3 3 1 blue 1.0 3yes

## 10 1 4 1 blue 1.0 4yes

## 11 2 4 1 blue 1.0 4yes

## 12 3 4 0 gray83 0.5 12No

## 13 1 5 0 gray83 0.5 13No

## 14 2 5 0 gray83 0.5 14No

## 15 3 5 1 blue 1.0 5yes

## 16 1 6 0 gray83 0.5 16No

## 17 2 6 1 blue 1.0 6yes

## 18 3 6 0 gray83 0.5 18No

## 19 1 7 1 blue 1.0 7yes

## 20 2 7 0 gray83 0.5 20No

## 21 3 7 0 gray83 0.5 21No

We figured out that we had to change the colors only the rows with value = 1 and that y was the row grouping variable.

## our modification

for(i in 1:3) {

j <- which(Matrix\_layout$y == i & Matrix\_layout$value == 1)

if(length(j) > 0) Matrix\_layout$color[j] <- c("maroon","blue","orange")[i]

}

Here’s our modified Matrix\_layout:

Matrix\_layout

## y x value color alpha Intersection

## 1 1 1 1 maroon 1.0 1yes

## 2 2 1 1 blue 1.0 1yes

## 3 3 1 1 orange 1.0 1yes

## 4 1 2 0 gray83 0.5 4No

## 5 2 2 1 blue 1.0 2yes

## 6 3 2 1 orange 1.0 2yes

## 7 1 3 1 maroon 1.0 3yes

## 8 2 3 0 gray83 0.5 8No

## 9 3 3 1 orange 1.0 3yes

## 10 1 4 1 maroon 1.0 4yes

## 11 2 4 1 blue 1.0 4yes

## 12 3 4 0 gray83 0.5 12No

## 13 1 5 0 gray83 0.5 13No

## 14 2 5 0 gray83 0.5 14No

## 15 3 5 1 orange 1.0 5yes

## 16 1 6 0 gray83 0.5 16No

## 17 2 6 1 blue 1.0 6yes

## 18 3 6 0 gray83 0.5 18No

## 19 1 7 1 maroon 1.0 7yes

## 20 2 7 0 gray83 0.5 20No

## 21 3 7 0 gray83 0.5 21No

Ok, let’s continue with the rest of upset().

## continuing with upset()

Set\_sizes <- UpSetR:::FindSetFreqs(New\_data, first.col, Num\_of\_set, Set\_names, keep.order)

Bar\_Q <- NULL

if(is.null(queries) == F){

Bar\_Q <- UpSetR:::intersects(QuerieInterBar, Intersection, New\_data, first.col, Num\_of\_set, All\_Freqs, expression, Set\_names, palette)

}

QInter\_att\_data <- NULL

QElem\_att\_data <- NULL

if((is.null(queries) == F) & (is.null(att.x) == F)){

QInter\_att\_data <- UpSetR:::intersects(QuerieInterAtt, Intersection, New\_data, first.col, Num\_of\_set, att.x, att.y,

expression, Set\_names, palette)

QElem\_att\_data <- UpSetR:::elements(QuerieElemAtt, Element, New\_data, first.col, expression, Set\_names, att.x, att.y,

palette)

}

AllQueryData <- UpSetR:::combineQueriesData(QInter\_att\_data, QElem\_att\_data, customAttDat, att.x, att.y)

ShadingData <- NULL

if(is.null(set.metadata) == F){

ShadingData <- get\_shade\_groups(set.metadata, Set\_names, Matrix\_layout, shade.alpha)

output <- Make\_set\_metadata\_plot(set.metadata, Set\_names)

set.metadata.plots <- output[[1]]

set.metadata <- output[[2]]

if(is.null(ShadingData) == FALSE){

shade.alpha <- unique(ShadingData$alpha)

}

} else {

set.metadata.plots <- NULL

}

if(is.null(ShadingData) == TRUE){

ShadingData <- UpSetR:::MakeShading(Matrix\_layout, shade.color)

}

Main\_bar <- suppressMessages(UpSetR:::Make\_main\_bar(All\_Freqs, Bar\_Q, show.numbers, mb.ratio, customQBar, number.angles, EBar\_data, mainbar.y.label,

mainbar.y.max, scale.intersections, text.scale, attribute.plots))

Matrix <- UpSetR:::Make\_matrix\_plot(Matrix\_layout, Set\_sizes, All\_Freqs, point.size, line.size,

text.scale, labels, ShadingData, shade.alpha)

Sizes <- UpSetR:::Make\_size\_plot(Set\_sizes, sets.bar.color, mb.ratio, sets.x.label, scale.sets, text.scale, set\_size.angles,set\_size.show)

# Make\_base\_plot(Main\_bar, Matrix, Sizes, labels, mb.ratio, att.x, att.y, New\_data,

# expression, att.pos, first.col, att.color, AllQueryData, attribute.plots,

# legend, query.legend, BoxPlots, Set\_names, set.metadata, set.metadata.plots)

structure(class = "upset",

.Data=list(

Main\_bar = Main\_bar,

Matrix = Matrix,

Sizes = Sizes,

labels = labels,

mb.ratio = mb.ratio,

att.x = att.x,

att.y = att.y,

New\_data = New\_data,

expression = expression,

att.pos = att.pos,

first.col = first.col,

att.color = att.color,

AllQueryData = AllQueryData,

attribute.plots = attribute.plots,

legend = legend,

query.legend = query.legend,

BoxPlots = BoxPlots,

Set\_names = Set\_names,

set.metadata = set.metadata,

set.metadata.plots = set.metadata.plots)

)
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**Line colors**

Ok, that’s great but we have a problem with the lines. The color is no longer black, so we went deeper into the rabbit hole and found that the internal Make\_matrix\_plot() function is where the lines are made. We made some edits but got a plot where the lines were on top of the circles as shown in this screenshot.
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Our club session was out of time, so we decided to continue our project another day and ask for help on twitter. And yay, we got help super fast!

Thank you and [@thatdnaguy](https://twitter.com/thatdnaguy?ref_src=twsrc%5Etfw), that did it! [pic.twitter.com/tzQvhKFXgR](https://t.co/tzQvhKFXgR)

— LIBD rstats club (@LIBDrstats) [July 27, 2018](https://twitter.com/LIBDrstats/status/1022903971416088577?ref_src=twsrc%5Etfw)

So here’s our modified version of Make\_matrix\_plot() that keeps the lines black.

Make\_matrix\_plot <- function(Mat\_data,Set\_size\_data, Main\_bar\_data, point\_size, line\_size, text\_scale, labels,

shading\_data, shade\_alpha){

if(length(text\_scale) == 1){

name\_size\_scale <- text\_scale

}

if(length(text\_scale) > 1 && length(text\_scale) <= 6){

name\_size\_scale <- text\_scale[5]

}

Mat\_data$line\_col <- 'black'

Matrix\_plot <- (ggplot()

+ theme(panel.background = element\_rect(fill = "white"),

plot.margin=unit(c(-0.2,0.5,0.5,0.5), "lines"),

axis.text.x = element\_blank(),

axis.ticks.x = element\_blank(),

axis.ticks.y = element\_blank(),

axis.text.y = element\_text(colour = "gray0",

size = 7\*name\_size\_scale, hjust = 0.4),

panel.grid.major = element\_blank(),

panel.grid.minor = element\_blank())

+ xlab(NULL) + ylab(" ")

+ scale\_y\_continuous(breaks = c(1:nrow(Set\_size\_data)),

limits = c(0.5,(nrow(Set\_size\_data) +0.5)),

labels = labels, expand = c(0,0))

+ scale\_x\_continuous(limits = c(0,(nrow(Main\_bar\_data)+1 )), expand = c(0,0))

+ geom\_rect(data = shading\_data, aes\_string(xmin = "min", xmax = "max",

ymin = "y\_min", ymax = "y\_max"),

fill = shading\_data$shade\_color, alpha = shade\_alpha)

+ geom\_line(data= Mat\_data, aes\_string(group = "Intersection", x="x", y="y",

colour = "line\_col"), size = line\_size)

+ geom\_point(data= Mat\_data, aes\_string(x= "x", y= "y"), colour = Mat\_data$color,

size= point\_size, alpha = Mat\_data$alpha, shape=16)

+ scale\_color\_identity())

Matrix\_plot <- ggplot\_gtable(ggplot\_build(Matrix\_plot))

return(Matrix\_plot)

}

Using that modified version we can then run the code again (note that we are not using UpSetR::: before Make\_matrix\_plot) and get the plot we wanted.

Matrix <- Make\_matrix\_plot(Matrix\_layout, Set\_sizes, All\_Freqs, point.size, line.size,

text.scale, labels, ShadingData, shade.alpha)

Sizes <- UpSetR:::Make\_size\_plot(Set\_sizes, sets.bar.color, mb.ratio, sets.x.label, scale.sets, text.scale, set\_size.angles,set\_size.show)

# Make\_base\_plot(Main\_bar, Matrix, Sizes, labels, mb.ratio, att.x, att.y, New\_data,

# expression, att.pos, first.col, att.color, AllQueryData, attribute.plots,

# legend, query.legend, BoxPlots, Set\_names, set.metadata, set.metadata.plots)

structure(class = "upset",

.Data=list(

Main\_bar = Main\_bar,

Matrix = Matrix,

Sizes = Sizes,

labels = labels,

mb.ratio = mb.ratio,

att.x = att.x,

att.y = att.y,

New\_data = New\_data,

expression = expression,

att.pos = att.pos,

first.col = first.col,

att.color = att.color,

AllQueryData = AllQueryData,

attribute.plots = attribute.plots,

legend = legend,

query.legend = query.legend,

BoxPlots = BoxPlots,

Set\_names = Set\_names,

set.metadata = set.metadata,

set.metadata.plots = set.metadata.plots)

)
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We have quite a bit more to do in order to complete our pull request. We are also curious if you would have used a different approach to hack your way through [*UpSetR*](https://cran.r-project.org/package=UpSetR) ([Gehlenborg, 2016](http://github.com/hms-dbmi/UpSetR" \t "_blank)). For example, maybe some functions from [*devtools*](https://cran.r-project.org/package=devtools) ([Wickham, Hester, and Chang, 2018](https://cran.r-project.org/package=devtools)) would have enabled to do this equally fast without having to introduce UpSetR::: calls.

Thanks for reading!
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**Reproducibility**

## Session info ----------------------------------------------------------------------------------------------------------

## setting value

## version R version 3.5.1 (2018-07-02)

## system x86\_64, darwin15.6.0

## ui X11

## language (EN)

## collate en\_US.UTF-8

## tz America/New\_York

## date 2018-07-27

## Packages --------------------------------------------------------------------------------------------------------------

## package \* version date source

## assertthat 0.2.0 2017-04-11 cran (@0.2.0)

## backports 1.1.2 2017-12-13 cran (@1.1.2)

## base \* 3.5.1 2018-07-05 local

## bibtex 0.4.2 2017-06-30 CRAN (R 3.5.0)

## bindr 0.1.1 2018-03-13 cran (@0.1.1)

## bindrcpp 0.2.2 2018-03-29 cran (@0.2.2)

## BiocStyle \* 2.8.2 2018-05-30 Bioconductor

## blogdown 0.8 2018-07-15 CRAN (R 3.5.0)

## bookdown 0.7 2018-02-18 CRAN (R 3.5.0)

## colorout \* 1.2-0 2018-05-03 Github (jalvesaq/colorout@c42088d)

## colorspace 1.3-2 2016-12-14 cran (@1.3-2)

## compiler 3.5.1 2018-07-05 local

## crayon 1.3.4 2017-09-16 cran (@1.3.4)

## datasets \* 3.5.1 2018-07-05 local

## devtools \* 1.13.6 2018-06-27 cran (@1.13.6)

## digest 0.6.15 2018-01-28 CRAN (R 3.5.0)

## dplyr 0.7.6 2018-06-29 CRAN (R 3.5.1)

## evaluate 0.11 2018-07-17 CRAN (R 3.5.0)

## ggplot2 \* 3.0.0 2018-07-03 CRAN (R 3.5.0)

## glue 1.3.0 2018-07-17 CRAN (R 3.5.0)

## graphics \* 3.5.1 2018-07-05 local

## grDevices \* 3.5.1 2018-07-05 local

## grid \* 3.5.1 2018-07-05 local

## gridExtra \* 2.3 2017-09-09 CRAN (R 3.5.0)

## gtable 0.2.0 2016-02-26 CRAN (R 3.5.0)

## htmltools 0.3.6 2017-04-28 cran (@0.3.6)

## httr 1.3.1 2017-08-20 CRAN (R 3.5.0)

## jsonlite 1.5 2017-06-01 CRAN (R 3.5.0)

## knitcitations \* 1.0.8 2017-07-04 CRAN (R 3.5.0)

## knitr 1.20 2018-02-20 cran (@1.20)

## labeling 0.3 2014-08-23 cran (@0.3)

## lazyeval 0.2.1 2017-10-29 CRAN (R 3.5.0)

## lubridate 1.7.4 2018-04-11 CRAN (R 3.5.0)

## magrittr 1.5 2014-11-22 cran (@1.5)

## memoise 1.1.0 2017-04-21 CRAN (R 3.5.0)

## methods \* 3.5.1 2018-07-05 local

## munsell 0.5.0 2018-06-12 CRAN (R 3.5.0)

## pillar 1.3.0 2018-07-14 CRAN (R 3.5.0)

## pkgconfig 2.0.1 2017-03-21 cran (@2.0.1)

## plyr \* 1.8.4 2016-06-08 cran (@1.8.4)

## purrr 0.2.5 2018-05-29 cran (@0.2.5)

## R6 2.2.2 2017-06-17 CRAN (R 3.5.0)

## Rcpp 0.12.18 2018-07-23 CRAN (R 3.5.1)

## RefManageR 1.2.0 2018-04-25 CRAN (R 3.5.0)

## rlang 0.2.1 2018-05-30 cran (@0.2.1)

## rmarkdown 1.10 2018-06-11 CRAN (R 3.5.0)

## rprojroot 1.3-2 2018-01-03 cran (@1.3-2)

## scales 0.5.0 2017-08-24 cran (@0.5.0)

## stats \* 3.5.1 2018-07-05 local

## stringi 1.2.4 2018-07-20 CRAN (R 3.5.0)

## stringr 1.3.1 2018-05-10 CRAN (R 3.5.0)

## tibble 1.4.2 2018-01-22 cran (@1.4.2)

## tidyselect 0.2.4 2018-02-26 cran (@0.2.4)

## tools 3.5.1 2018-07-05 local

## UpSetR \* 1.4.0 2018-07-27 Github (hms-dbmi/UpSetR@fe2812c)

## utils \* 3.5.1 2018-07-05 local

## withr 2.1.2 2018-03-15 CRAN (R 3.5.0)

## xfun 0.3 2018-07-06 CRAN (R 3.5.0)

## xml2 1.2.0 2018-01-24 CRAN (R 3.5.0)

## yaml 2.1.19 2018-05-01 CRAN (R 3.5.0)
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